**Homework 5**

**Time due: 11:00 PM Thursday, March 15**

This homework is a good study guide for the final. The final will be open book, open notes. We don't expect you to memorize every last detail of every algorithm, so a skill you should develop is the ability to locate an algorithm in a reference source, trace through it, and understand it. If it's not in exactly the form your application requires, you should be able to adapt it.

1. Consider the following binary search tree, ordered using the < relationship:

![binary search tree](data:image/gif;base64,R0lGODdhSQHSAIAAAAAAAP///ywAAAAASQHSAAAC/4yPqcvtD6OctIKLs9686wqG4kiW5ommKgisTuvG8kzX9h3Ct473/g8MAnk1ovCITCqXCOPMyYxKp9QRNHatarfcaXb17YrH5GIvXE6r16wz+w2PS9AouvyO59pN+7z/n/S1kZAR0QeImLjzMHjQ+KIYKXkk6IRhcAk5uclp1nDBAOoo2FlqmpIFmonJI/p5Chvb9vnoGmC7cCi7y5naCmOLq6DLW6y4JxpMaszMiwz8y9g8HevbBH0tTb3daT3KCr3MPR5ZWTh6rkm+DhiWjo5GzD5fJT9Ljw9nb5Hfz7ZPAaC/gW5wCCSIkMZBQwkb1ivoMOKShRAoSryYAyLGjf8+PHj8+JGjSIMdR5qUIcxGypMsLVjk1zJmwJcZZdqkJWXlTZY6A+202XPiT540sRQdKivoQ6QRlW5xypQb1C5HoyKaOuZKVatUoGAtI2wVV0lhtyohInZsonRf9cEzq5bSpbZyOsRd+yHpo7t4OOjdy7euX1geAt8pfMqj4TghS4FcXAek5Mlw/VC+rPhm5Vv+Nm825rmzxpih+5UGOnreaZmr6bVu+Zpd7JOzydUeeVtqap671+XmGC/tu1emK6a9dTzXTnd5kQ9XXvxFc+fJCS1nlExVdnH4Kn1zDk4baunZlInvTj5XNHWsXSLPxt51+mHriY+foB2+ffQ4xZr/jw/bTKzoF4potDT3336k4adDggVGF4or2REI3X3YERjUZ4fN916HAwLIm3GE1PdgPt586GCF7V04YjjnyTffduGBSBt2jQCmIowH+jddiSvuyFZ11kG4I31OaehMb7YpiRuTupGkmZPb/LYRldNYeRGWzGjZlJTUcOkQmElCaaEnJnqJkZi7qIkQZm7iKNubciK5ZkmL0UkYkniqtqAQe8pG25+c3dmkUISmKeiQhiXa11KLhslojndF+g9VkFGaBqYKTtqZpgDSBRx9YyoK1jWeEmbqmimWSl1c4ZxqkISCPRfVYInBqYatXOnqGK1r2DUWsKbw+quwtSLWK65Z/yHLVGPdGPsGtM0SSxazjPk6LbbtZGYZrM6Aysecb1YjrpudlnuZI2i2s+6WELHJWLugvStvHvCiSua90dY7qkrqkjksv3XmK3BdBVdDL8COHYzvIpgwvK/CfBIscS8QB0yxIWgJ2QTCc2x8pIER7qXtv4Ma90vJJ2OMsqkcP0ykkQj2WGFwEspI4yR0rJLJy946ytCMPpvcX4MkSmoxykZTOIzIIn4IdYnuQL0qqQtfeDPTVk/8dNQZEs2ih2IjvQlzHlbdccw4fRd1zQyyPXbTDUdI9dFyn9m11+LYkTXcZOsc49J+381f2HqLx7fgbRN+9ciDoA021xyK/TXMGv/DXXli0vkFueWFT975yYmjM+OmSV8udOaf091i6VK//dbUcxuubOSAGh57RbazDk/Qmn/cYjxO8x687/pWWrFvCTv8O/OrK7Q7Fh47r6O/npvJsvV4M3/8rxc3rn33uX7fzfLaZ4999WaKnyn5p4fvPqvUS74+uunmaf9k5+b/WJSQ/c8HAApQBD8bYJsMiED8JHCBOWPgAgvoQPVFkIEQnKDyLDjBCmJwShuMoAY7eCUQUlCECfwgCYthwhMOTIUATCELZ/dCtcgqhnyhGQ13Ra0bDoVbOkSKtXr4E2kBMYg2HOJyVGZE2LwsiaQBFxOz5MIn/iGKUiwC/yRTRQ62Ji+LSYkfF+O1xS8273xiXCEZyzi9M6JxjOlbIxuh58YuhjGOZGmZzHxHR/TJTBkqo2IeSXCim7mogX9cC+wox51Clu2QofOjIu+xOQwl8pHl0FjfFrc1ShoSdo3U5CI5abdMenKKHJrQ4EQ5SnuVcpBDS+UxbMSjPrrylbC8o+5meRUv4vIsutwlEtjnS17OMZjtGyYxyQDMY/qpl8q00/yaOT5jQvMpV+zfNK+JzWxqc5tiLAAAOw==)

* 1. Using the simplest binary search tree (BST) insertion algorithm (no balancing), show the tree that results after inserting into the above tree the nodes 80, 65, 74, 15, 36 and 25 in that order. (If you're not skilled with a drawing tool, use a simple text form of the tree. For example, the tree depicted above could be shown as
  2. 50
  3. 20 60
  4. 10 40 70
  5. 30

Use enough space to distinguish left children from right children. Another way to represent the tree in text form (that distinguishes left children from right children) is
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* 1. After inserting the nodes mentioned in part a, what would be printed out by in-order, pre-order, and post-order traversals of the tree (assume your traversal function prints out the number at each node as it is visited)?
  2. After inserting the nodes mentioned in part a, what is the resulting BST after you delete the node 30, then the node 20? (Again, just use a simple deletion algorithm with no balancing. If you have an option of making a choice, any correct choice is acceptable.)

1. In some binary search trees, each node has a left child pointer, a right child pointer and a parent pointer. The parent pointer of a node points to its parent (duh!), or is nullptr if the node is the root node. This problem will examine such trees.
   1. Show a C++ structure/class definition for a binary tree node that has both child node pointers and a parent node pointer. Assume the data stored in each node is an int.
   2. Write pseudocode to insert a new node into a binary search tree with parent pointers. (Hint: You can find binary search tree insertion code on pp. 471-473).
2. Consider the following operations on an initially empty heap h; this heap is a maxheap, so the biggest item is at the top. The heap is represented as a binary tree:
3. h.insert(3);
4. h.insert(6);
5. h.insert(2);
6. h.insert(0);
7. h.insert(10);
8. h.insert(4);
9. int item;
10. h.remove(item); // Removes the biggest item from the heap, and puts it in item
11. h.insert(9);
12. h.insert(8);
13. h.remove(item);
    1. Show the resulting heap (As in problem 1a, show the tree in some recognizable form.)
    2. Show how your heap from part a would be represented in an array.
    3. After executing h.remove(item); one more time, show the array that results.
14. Note: A pair<T1, T2> is a simple struct with two data members, one of type T1 and one of type T2. A set<K> and a map<K, V> are organized as binary search trees; anunordered\_set<K> and an unordered\_map<K, V> are organized as hash tables that never allow the load factor to exceed some constant, and a loop that visits every item in a hash table of N items is O(N).

Suppose UCLA has **C** courses each of which has on average **S** students enrolled. For this problem, courses are represented by strings (e.g. "CS 32"), and students by their int UIDs. We will consider a variety of data structures, and for each determine the big-O time complexity of the appropriate way to use that data structure to determine whether a particular student *s* is enrolled in course *c*. For example, if the data structure were vector<pair<string, vector<int>>>, where each pair in the outer vector represents a course and all the students in that course, with those students being sorted in order, then if the pairs are in no particular order in the outer vector, the answer would be O(C + log S). (The reason is that we'd have to do a linear search through the outer vector to find the course, which is O(C), and then after that do a binary search of the S students in the sorted vector for that course, which is O(log S).) In these problems, we're just looking for the answer; you don't need to write the reason.

* 1. vector<pair<string, list<int>>>, where each pair in the outer vector represents a course and all the students in that class, with those students being sorted in order. The pairs are in no particular order in the outer vector. What is the big-O complexity to determine whether a particular student *s* is enrolled in course *c*?
  2. map<string, list<int>>, where the students in each list are in no particular order. What is the big-O complexity to determine whether a particular student *s* is enrolled in course *c*?
  3. map<string, set<int>>. What is the big-O complexity to determine whether a particular student *s* is enrolled in course *c*?
  4. unordered\_map<string, set<int>>. What is the big-O complexity to determine whether a particular student *s* is enrolled in course *c*?
  5. unordered\_map<string, unordered\_set<int>>. What is the big-O complexity to determine whether a particular student *s* is enrolled in course *c*?
  6. Suppose we have the data structure map<string, set<int>> and we wish for a particular course *c* to write the id numbers of *all* the students in that course in sorted order. What is the big-O complexity?
  7. Suppose we have the data structure unordered\_map<string, unordered\_set<int>> and we wish for a particular course *c* to write the id numbers of *all* the students in that course in sorted order (perhaps using an additional container to help with that). What is the big-O complexity?
  8. Suppose we have the data structure unordered\_map<string, set<int>> and we wish for a particular student *s* to write *all* the courses that student is enrolled in, in no particular order. What is the big-O complexity?

**Turn it in**

By Wednesday, March 14, there will be a link on the class webpage that will enable you to turn in this homework. Turn in one zip file that contains your solutions to the homework problems. The zip file should contain one file:

* hw.doc, hw.docx, or hw.txt, a Word document or a text file with your solutions to the problems.